**UML**

The full UML class diagram that we came up with in the previous lecture looks like this.
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Description automatically generated](data:image/png;base64,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)

**Source Code**

Note: A zip file containing the full source code in a Maven project is attached to this lecture and available for download.

In this section, I am going to discuss the source code that I wrote for this example and how it relates back to the UML diagram that I created.  Our project structure is as follows:

1. examples
2. - business
3. - DeliveryCalculator.java
4. - DeliveryCalculatorImpl.java
5. - OrderController.java
6. - domain
7. - Address.java
8. - Category.java
9. - Customer.java
10. - DeliveryPriority.java
11. - Item.java
12. - OrderHeader.java
13. - OrderLine.java
14. - integration
15. - CreditCardPaymentGateway.java
16. - CryptoPaymentGateway.java
17. - PaymentGateway.java
18. - reports
19. - SalesReport.java
20. - Main.java //Only for testing - see attached zip file.
21. - TestData.java //Only for testing - see attached zip file.

**Domain**

We'll start with our domain classes - these classes represent the objects that our system deals with.

Firstly, we have items.  Items belong to a category, but categories can exist without any items in them - hence, we modeled an association relationship on our diagram.  We also need to know if items are restricted so that we don't sell them to under-age customers.  Instead of exposing the category on each item and potentially breaking encapsulation (because we reveal underlying implementation details to users of the class), we rather expose a method on the item that tells us whether or not the item is in a restricted category.  Under the covers, this method just delegates straight to the Category object.

Item.java

1. package examples.domain;
3. public class Item {
5. private String itemId;
6. private String name;
7. private String description;
8. private double price;
10. private Category category;
12. public Item() {
13. }
15. public String getItemId() {
16. return itemId;
17. }
19. public void setItemId(String itemId) {
20. this.itemId = itemId;
21. }
23. public String getName() {
24. return name;
25. }
27. public void setName(String name) {
28. this.name = name;
29. }
31. public String getDescription() {
32. return description;
33. }
35. public void setDescription(String description) {
36. this.description = description;
37. }
39. public double getPrice() {
40. return price;
41. }
43. public void setPrice(double price) {
44. this.price = price;
45. }
47. public Category getCategory() {
48. return category;
49. }
51. public void setCategory(Category category) {
52. this.category = category;
53. }
55. public boolean isRestricted() {
56. return category.isRestricted();
57. }
58. }

Category.java

1. package examples.domain;
3. public class Category {
5. private String name;
6. private boolean restricted;
8. public Category(String name, boolean restricted) {
9. this.name = name;
10. this.restricted = restricted;
11. }
13. public boolean isRestricted() {
14. return restricted;
15. }
17. public void setRestricted(boolean restricted) {
18. this.restricted = restricted;
19. }
21. public String getName() {
22. return name;
23. }
25. public void setName(String name) {
26. this.name = name;
27. }
28. }

Customers, as you know from our requirements and our diagram, have a single address and they cannot exist without an address - hence, we have a composition relationship.  However, that is a logical restriction in our system - it's not really enforced in code.  If we don't configure an address for a customer, our system will fail somewhere down the line though - likely while attempting to process a delivery.

In addition, we care about the age of our customers; we can't sell restricted items to customers under 18 years old!  In order to implement this requirement, I've added an 'age' variable to the customer.  This variable is only calculated when it's first requested (in other words, we don't spend processing effort before we need to).  In a real-world system, we would have to keep in mind that this would have to be updated if a customer's date of birth happens to be changed.

Customer.java

1. package examples.domain;
3. import java.util.Calendar;
4. import java.util.Date;
6. public class Customer {
8. private String customerId;
9. private String name;
10. private String emailAddress;
11. private Date dateOfBirth;
12. private Address address;
14. private int age;
16. public Customer() {
17. }
19. public String getCustomerId() {
20. return customerId;
21. }
23. public void setCustomerId(String customerId) {
24. this.customerId = customerId;
25. }
27. public String getName() {
28. return name;
29. }
31. public void setName(String name) {
32. this.name = name;
33. }
35. public String getEmailAddress() {
36. return emailAddress;
37. }
39. public void setEmailAddress(String emailAddress) {
40. this.emailAddress = emailAddress;
41. }
43. public Date getDateOfBirth() {
44. return dateOfBirth;
45. }
47. public void setDateOfBirth(Date dateOfBirth) {
48. this.dateOfBirth = dateOfBirth;
49. }
51. public Address getAddress() {
52. return address;
53. }
55. public void setAddress(Address address) {
56. this.address = address;
57. }
59. public int getAge() {
60. //Lazy-load age when it's needed.
61. if (age == 0) {
62. Calendar birthCalendar = Calendar.getInstance();
63. birthCalendar.setTime(dateOfBirth);
65. Calendar now = Calendar.getInstance();
67. age = now.get(Calendar.YEAR) - birthCalendar.get(Calendar.YEAR);
68. }
70. return age;
71. }
72. }

Address.java

1. package examples.domain;
3. public class Address {
5. private String addressLine1;
6. private String addressLine2;
7. private String city;
8. private String postalCode;
10. public Address() {
11. }
13. public String getAddressLine1() {
14. return addressLine1;
15. }
17. public void setAddressLine1(String addressLine1) {
18. this.addressLine1 = addressLine1;
19. }
21. public String getAddressLine2() {
22. return addressLine2;
23. }
25. public void setAddressLine2(String addressLine2) {
26. this.addressLine2 = addressLine2;
27. }
29. public String getCity() {
30. return city;
31. }
33. public void setCity(String city) {
34. this.city = city;
35. }
37. public String getPostalCode() {
38. return postalCode;
39. }
41. public void setPostalCode(String postalCode) {
42. this.postalCode = postalCode;
43. }
44. }

Now that we have our items and customers, we can bring it all together in the order-related classes.  Orders consist of an OrderHeader with multiple OrderLine objects (a composition relationship).  An OrderHeader cannot be created without a customer, although customers can exist without having any orders.  We model this as an association, and enforce the constraint by creating an OrderHeader constuctor that accepts a Customer object as parameter.  Logically, an order cannot exist without at least one OrderLine.  We use the OrderHeader class to create order lines, since those lines can then explicitly belong only to the OrderHeader instance that created them.  We also expose a 'hasRestrictedItems()' method on the OrderHeader class so that any classes that process orders can check for restricted items without having to delve into the underlying implementation details of the OrderHeader class (i.e. by checking each individual line item manually).  Our OrderLine class can calculate the total cost of each line on the order.

Our orders also have a delivery priority (represented by the DeliveryPriority enum) that will be used to calculate a delivery fee.  However, that calculation doesn't happen on the OrderHeader object- it happens in a calculator class elsewhere.  As such, it's not modeled as a derived attribute.  The order total, however, is just the sum of the totals on each order line, so that is modeled as a derived attribute on the OrderHeader class.

If you look back at the diagram, you might notice that we didn't include a dependency relationship between the OrderHeader and DeliveryPriority classes.  Instead, I modeled the DeliveryPriority as an attribute on the OrderHeader.  Both options are acceptable and it could have been a dependency, but that would have resulted in a messier diagram that would have been harder to read.  Remember, try to keep your diagrams simple and easy-to-read, lest they lose their value due to too much complexity.

DeliveryPriority.java

1. package examples.domain;
3. public enum DeliveryPriority {
5. NORMAL, OVERNIGHT;
6. }

OrderHeader.java

1. package examples.domain;
3. import java.util.ArrayList;
4. import java.util.Collections;
5. import java.util.Date;
6. import java.util.List;
8. public class OrderHeader {
10. private String orderId;
11. private Date orderDate;
12. private double deliveryFee;
13. private DeliveryPriority priority;
14. private Customer customer;
16. private List<OrderLine> orderLines = new ArrayList<OrderLine>();
18. private double orderTotal;
20. public OrderHeader(Customer customer) {
21. this.customer = customer;
23. this.orderId = "ORD" + System.currentTimeMillis();
24. this.orderDate = new Date(); //Now.
25. }
27. public void addLine(Item item, int quantity) {
28. OrderLine newLine = new OrderLine();
29. newLine.setItem(item);
30. newLine.setQuantity(quantity);
32. this.orderLines.add(newLine);
33. }
35. public String getOrderId() {
36. return orderId;
37. }
39. public void setOrderId(String orderId) {
40. this.orderId = orderId;
41. }
43. public Date getOrderDate() {
44. return orderDate;
45. }
47. public void setOrderDate(Date orderDate) {
48. this.orderDate = orderDate;
49. }
51. public double getDeliveryFee() {
52. return deliveryFee;
53. }
55. public void setDeliveryFee(double deliveryFee) {
56. this.deliveryFee = deliveryFee;
57. }
59. public DeliveryPriority getPriority() {
60. return priority;
61. }
63. public void setPriority(DeliveryPriority priority) {
64. this.priority = priority;
65. }
67. public Customer getCustomer() {
68. return customer;
69. }
71. public void setCustomer(Customer customer) {
72. this.customer = customer;
73. }
75. public List<OrderLine> getOrderLines() {
76. return Collections.unmodifiableList(orderLines);
77. }
79. public double getOrderTotal() {
80. //Lazy-load order total when it's needed.
81. if (orderTotal == 0) {
82. for (OrderLine line : orderLines) {
83. orderTotal += line.getLineTotal();
84. }
85. }
87. return orderTotal;
88. }
90. public boolean hasRestrictedItems() {
91. for (OrderLine line : orderLines) {
92. if (line.getItem().isRestricted()) {
93. return true;
94. }
95. }
97. return false;
98. }
99. }

OrderLine.java

1. package examples.domain;
3. public class OrderLine {
5. private Item item;
6. private int quantity;
8. public OrderLine() {
9. }
11. public Item getItem() {
12. return item;
13. }
15. public void setItem(Item item) {
16. this.item = item;
17. }
19. public int getQuantity() {
20. return quantity;
21. }
23. public void setQuantity(int quantity) {
24. this.quantity = quantity;
25. }
27. public double getLineTotal() {
28. return item.getPrice() \* quantity;
29. }
30. }

**Business Logic & Integration**

The classes in our business logic and integration layer are responsible for processing orders and payments.

On our diagram, we modeled an DeliveryCalculator interface - this interfaces defines the contract for calculating delivery fees.  We also modeled a DeliveryCalculatorImpl class that implements (or in UML terms, realizes) this interface.  Because we code to an interface, we can provide alternative implementations to anything that requires a DeliveryCalculator - like a stub for testing.

Our DeliveryCalculatorImpl class also has a dependency on the DeliveryPriority enum, since fees are determined by the delivery priority.  We also include two constant values on the class - the fixed fee for overnight delivery, and the minimum order amount to waive delivery fees.

Lastly, we take distance into account when calculating delivery, but since the distance calculation is only ever relevant to the delivery fee calculation, there's no need to ever expose it to anything outside of DeliveryCalculatorImpl class - hence, it's a protected method.  I've simplified the logic for the example, but in the real-world, a method like this would probably make a call to a service somewhere.

DeliveryCalculator.java

1. package examples.business;
3. import examples.domain.OrderHeader;
5. public interface DeliveryCalculator {
7. double calculateDelivery(OrderHeader order);
8. }

DeliveryCalculatorImpl.java

1. package examples.business;
3. import examples.domain.Address;
4. import examples.domain.DeliveryPriority;
5. import examples.domain.OrderHeader;
7. public class DeliveryCalculatorImpl implements DeliveryCalculator {
9. private static final double OVERNIGHT\_DELIVERY\_FEE = 75;
10. private static final double DELIVERY\_FEE\_WAIVE\_AMOUNT = 50;
12. @Override
13. public double calculateDelivery(OrderHeader order) {
14. DeliveryPriority priority = order.getPriority();
16. if (priority == DeliveryPriority.OVERNIGHT) {
17. return OVERNIGHT\_DELIVERY\_FEE;
18. } else {
19. if (order.getOrderTotal() > DELIVERY\_FEE\_WAIVE\_AMOUNT) {
20. return 0; //Free delivery
21. }
23. int distance = calculateDistance(order.getCustomer().getAddress());
24. return distance \* 0.5; //Simple demo calculation - probably not a good idea in real life!
25. }
26. }
28. protected int calculateDistance(Address customerAddress) {
29. //Invoke a service somewhere to calculate distance from our warehouse to the customer's address.
30. return 42;
31. }
32. }

When we looked at our requirements, we said that we're going to cater for two different payment gateways.  Again, this is something that we can model as an interface (PaymentGateway) that defines the contract for integrating with a payment gateway.  We provide two implementations for this interface - one for credit card payments, and another one for cryptocurrency payments.

When we make a payment, the code that initiates that payment shouldn't have to care about *how* the payment is done.  Instead, it will delegate that responsibility to a particular PaymentGateway implementation (which can be configured via dependency-injection) that knows *how*to process a payment.

Our two payment gateways implement the specifics of how payments should be processes (via an authenticated request to a specific IP address and port for credit card payments, or via an API key for cryptocurrency payments).

PaymentGateway.java

1. package examples.integration;
3. import examples.domain.Customer;
5. public interface PaymentGateway {
7. void processPayment(Customer customer, double amount);
8. }

CreditCardPaymentGateway.java

1. package examples.integration;
3. import examples.domain.Customer;
5. public class CreditCardPaymentGateway implements PaymentGateway {
7. private String targetServerIp;
8. private int port;
10. @Override
11. public void processPayment(Customer customer, double amount) {
12. System.out.printf("Invoking credit card payment gateway on %s:%d%n", targetServerIp, port);
14. //Unimplemented; high-level flow is below.
15. //Establish connection to target IP on specified port.
16. authenticate();
17. //Create request to credit card payment gateway.
18. //Send request.
20. System.out.println("Payment successful!");
21. }
23. protected void authenticate() {
24. //Unimplemented; high-level flow is below.
25. //Send authentication request to credit card payment gateway.
26. }
28. public String getTargetServerIp() {
29. return targetServerIp;
30. }
32. public void setTargetServerIp(String targetServerIp) {
33. this.targetServerIp = targetServerIp;
34. }
36. public int getPort() {
37. return port;
38. }
40. public void setPort(int port) {
41. this.port = port;
42. }
43. }

CryptoPaymentGateway.java

1. package examples.integration;
3. import examples.domain.Customer;
5. public class CryptoPaymentGateway implements PaymentGateway {
7. private String url;
8. private String apiKey;
10. public CryptoPaymentGateway(String apiKey) {
11. this.apiKey = apiKey;
12. }
14. @Override
15. public void processPayment(Customer customer, double amount) {
16. System.out.printf("Invoking cryptocurrency payment gateway on %s with API key: %s%n", url, apiKey);
18. //Unimplemented; high-level flow is below.
19. //Create request to cryptocurrency payment gateway.
20. //Send request to URL with API key.
21. System.out.println("Payment successful!");
22. }
24. public String getUrl() {
25. return url;
26. }
28. public void setUrl(String url) {
29. this.url = url;
30. }
31. }

Our OrderController class is responsible for bringing it all together and actually processing orders.  It has association relationships with both the PaymentGateway and DeliveryCalculator interfaces.  It also has a dependency on the OrderHeader class, since it's responsible for creating orders.

The OrderController class is also responsible for validating orders, but since that logic isn't relevant anywhere outside of this class, the 'validateOrder()' method can be implemented as a protected method.

1. package examples.business;
3. import examples.domain.Customer;
4. import examples.domain.OrderHeader;
5. import examples.integration.PaymentGateway;
7. public class OrderController {
9. private DeliveryCalculator deliveryCalculator;
10. private PaymentGateway paymentGateway;
12. public OrderController() {
13. }
15. public OrderHeader createOrder(Customer customer) {
16. return new OrderHeader(customer);
17. }
19. public void processOrder(OrderHeader order) {
20. if (!validateOrder(order)) {
21. throw new IllegalStateException("Order validation failed - customers under 18 cannot buy restricted items.");
22. }
24. double deliveryFee = deliveryCalculator.calculateDelivery(order);
25. order.setDeliveryFee(deliveryFee);
27. paymentGateway.processPayment(order.getCustomer(), order.getOrderTotal() + deliveryFee);
28. }
30. protected boolean validateOrder(OrderHeader order) {
31. int customerAge = order.getCustomer().getAge();
33. if (customerAge <= 18 && order.hasRestrictedItems()) {
34. return false;
35. }
37. return true;
38. }
40. //Here, our setters are a rudimentary form of dependency injection.
41. public void setDeliveryCalculator(DeliveryCalculator deliveryCalculator) {
42. this.deliveryCalculator = deliveryCalculator;
43. }
45. public void setPaymentGateway(PaymentGateway paymentGateway) {
46. this.paymentGateway = paymentGateway;
47. }
48. }

**Reporting**

The last remaining bit of functionality that we need to implement is reporting for the CFO.

A SalesReport object aggregates a number of OrderHeader objects, and then writes out a simple report to the command line.  In a real application, this report might take the form of a spreadsheet or PDF document.

I wanted sales reports to be created in a very specific manner.  To accomplish this, I modeled the class with a static method that acts as a factory method for creating sales reports - and the class has a private constructor, so no one can create instances of it without using my static factory method.

I also included a constructor that accepts a list of OrderHeaders, so that we can't try to generate a report without specifying the orders that should be included on the report.

1. package examples.reports;
3. import examples.domain.OrderHeader;
4. import examples.domain.OrderLine;
6. import java.util.List;
8. public class SalesReport {
10. protected List<OrderHeader> orders;
12. private SalesReport(List<OrderHeader> orders) {
13. this.orders = orders;
14. }
16. public static SalesReport generateReport(List<OrderHeader> orders) {
17. return new SalesReport(orders);
18. }
20. public void display() {
21. //Write simple output to console.
22. System.out.println("===SALES REPORT===");
24. for (OrderHeader order : orders) {
25. System.out.println("Order: " + order.getOrderId() + ", Date: " + order.getOrderDate() + ", Total: " + order.getOrderTotal());
26. }
28. System.out.println("====END REPORT====");
29. }
31. }

**Summary**

In this article, we looked at the source code that implements the UML diagram for a simple order processing system that we created in the previous lecture.  Note how the code clearly follows the structure represented on the diagram, although the diagram doesn't show us what the code is actually doing in terms of how we write our methods.  Again, remember that class diagrams are structural diagrams - they show us*what*something looks like, not necessarily how it works.